Interview Questions

1. **Overview of Collection, Array List, Hash Table, Sorted List, Stack and Queue**

**Collections**  
In many applications we need to create and manage groups of related objects. There are two ways to do it, either by creating an array of objects or by creating a collection of objects.  
  
Arrays are most useful for creating a fixed number of strongly typed objects.  
  
Collections provide a more flexible way to work with groups of objects and the group of objects you work with can grow and shrink dynamically as the needs of the application changes. It also allows access to a list of items using an index. C# collections classes are defined as part of the System.Collections. So first we need to use the **System.Collections** namespace.

**ArrayList**  
ArrayList represents an ordered collection of a specified object that can be indexed individually. It allows dynamic memory allocation, adding, searching and sorting items in the list.  
  
The following are the properties of the ArrayList class:

1. **Capacity:**Gets or sets the number of elements that the ArrayList can contain.
2. **Count:**Returns the number of elements present in the ArrayList.
3. **IsFixedSize:**Returns a value indicating whether the ArrayList has a fixed size.
4. **IsReadOnly:**Returns a value indicating whether the ArrayList is read-only.
5. **Item:**Gets or sets the element at the specified index position.

The following are the methods of the ArrayList class:

1. **public virtual int add(object value);** Inserts the object at the end of the ArrayList.
2. **public virtual void AddRange(Icollection c);** Adds the elements of a collection to the end of the ArrayList.
3. **public virtual void Clear();** Removes all the elements from the ArrayList. Does not affect the capacity of the ArrayList.
4. **public virtual bool Contains(object item);** Determines whether an element is present or not in the ArrayList.
5. **public virtual ArrayList GetRange( int index, int count );** Returns an ArrayList that represents a subset of the elements in the source ArrayList.
6. **public virtual int IndexOf(object);** Returns the index of the first occurrence of a value in the ArrayList or in a portion of it.
7. **public virtual void Insert(int index, object value);** Inserts an element into the ArrayList at the specified index.
8. **public virtual void InsertRange(int index, ICollection c);** Inserts the element of a collection into the ArrayList at the specified index.
9. **Public virtual void Remove(object obj);** Removes the first occurrence of a specified object from the ArrayList.
10. **public virtual void RemoveAt(int index);** Removes the element at the given specified index of the ArrayList.
11. **public virtual void RemoveRange(int index,int count);**Removes a range of elements from the ArrayList.
12. **public virtual void Reverse();** Reverses the order of the elements in the ArrayList.
13. **public virtual void Sort();** Sorts all the elements in the ArrayList.
14. **public virtual void TrimToSize();**Sets the capacity to the actual number of elements present in the ArrayList. Basically the capacity is not increased one by one. Capacity is just doubled each time whenever the size reaches the threshold. So the TrimToSize() method sets the capacity to the exact the size of the ArrayList.

The following is the example:

1. **using** System;
2. **using** System.Collections;
4. **namespace** Collection\_Example
5. {
6. **class** Program
7. {
8. **static** **void** Main(**string**[] args)
9. {
10. ArrayList al = **new** ArrayList();
11. ArrayList al1 = **new** ArrayList();
12. // Adding object into the ArrayList
13. al1.Add('a');
14. al1.Add('b');
15. al.Add('k');
16. al.Add('l');
17. al.Add('j');
18. // Adding Arraylist at specific position into the ArrayList
19. al.InsertRange(2,al1);
20. //Get the Capacity and number of element present in the ArrayList
21. // Note that Capacity and Count are not equal
22. Console.WriteLine("Count: {0}", al.Count);
23. Console.WriteLine("Capacity before TrimToSize: {0} ", al.Capacity);
24. al.TrimToSize();
25. Console.WriteLine("Capacity after TrimToSize: {0} ", al.Capacity);
26. Console.WriteLine(al.Contains('b'));
27. Console.Write("Element befor sort: ");
28. **foreach** (**object** obj **in** al)
29. Console.Write(obj + " ");
30. Console.Write("\nElement after sort: ");
31. al.Sort();
32. **foreach** (**object** obj **in** al)
33. Console.Write(obj + " ");
34. al.Reverse();
35. Console.Write("\nElement after reverse: ");
36. **foreach** (**object** obj **in** al)
37. Console.Write(obj + " ");
38. Console.WriteLine("\nIndex of char 'k' is : {0}", al.IndexOf('k'));
39. // clear the ArrayList
40. al.Clear();
41. Console.WriteLine("\nCount: {0}", al.Count);
42. Console.ReadKey();
43. }
44. }
45. }

**Output**  
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**HashTable**  
The Hashtable class represents a collection of key-and-value pairs organized based on the hash code of the key. It uses the key to access the elements in the collection. Hash table is used when you need to access elements using a key. Each item in the hash table has a key/value pair. The key is used to access the items in the collection.  
  
The following are the properties of HashTable class:

1. **Count:** Returns the number of elements present in the Hashtable.
2. **IsFixedSize:** Returns a value indicating whether the Hashtable has a fixed size.
3. **IsReadOnly:** Returns a value indicating whether the Hashtable is read-only.
4. **Item:** Gets or sets the value with the specific key.
5. **Keys:** Returns an ICollection containing the keys in the HashTable.
6. **Values:** Returns an ICollection containing the values in the HashTable.

The following are the methods of the HashTable Class:

1. **public virtual void add(object key,object value);** Adds a value with the specified key into the HashTable.
2. **public virtual void Clear();** Clears the HashTable.
3. **public virtual bool ContainsKey(object key);**Determines whether the HashTable contains a specific key, if Yes then returns true otherwise it returns false.
4. **public virtual bool ContainsValue(object key);**Determines whether the HashTable contains a specific value, if Yes then returns true otherwise it returns false.
5. **public virtual void Remove(object key);**Removes an element with the specific key from the HashTable.

The following is the example:

1. **using** System;
2. **using** System.Collections;
4. **namespace** Collection\_Example
5. {
6. **class** Program
7. {
8. **static** **void** Main(**string**[] args)
9. {
10. Hashtable ht = **new** Hashtable();
11. //Adding item into HashTable
12. ht.Add(1, "Alwar");
13. ht.Add(12, "Ajmer");
14. ht.Add(8, "Jaipur");
15. ht.Add(4, "Kota");
16. Console.WriteLine("Count : {0}", ht.Count);
17. **if** (ht.ContainsValue("Sikar"))
18. Console.WriteLine("Sikar is already exist in the HashTable");
19. **else**
20. ht.Add(5, "Sikar");
22. //Get a collection of values
23. Console.WriteLine("Values are :");
24. ICollection values = ht.Values;
25. **foreach** (**string** str **in** values)
26. Console.WriteLine(str);
27. //Get a collection of Keys
28. Console.WriteLine("Keys are :");
29. ICollection keys = ht.Keys;
30. **foreach** (**int** i **in** keys)
31. Console.WriteLine(i);
32. ht.Remove(3);
33. ht.Clear();
34. Console.ReadKey();
35. }
36. }
37. }

**Output**  
  
![program output](data:image/jpeg;base64,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)  
  
**SortedList**  
SortedList represents a collection of key-value pairs sorted by the keys and are accessible by key and by index. A sorted list is a combination of an array and a hash table. It contains a list of items that can be accessed using a key or an index. Note that SortedList is always sorted by the key value.  
  
The following are the properties of the SortedList class:

1. **Capacity:** Gets or sets the number of elements that the SortedList can contain.
2. **Count:** Returns the number of elements present in the SortedList.
3. **IsFixedSize:**Returns a value indicating whether the SortedList has a fixed size.
4. **IsReadOnly:**Returns a value indicating whether the SortedList is read-only.
5. **Item:** Gets or sets the value associated with a specific key in the SortedList.
6. **Keys:** Returns an ICollection containing the keys in the SortedList.
7. **Values:** Returns an ICollection containing the values in the SortedList.

**Method of the SortedList Class:**

1. **public virtual void add(object key , object value);** Adds a value with the specified key into the SortedList.
2. **public virtual void Clear();** Clears the SortedList.
3. **public virtual bool ContainsKey(object key);** Determines whether the SortedList contains a specific key, if Yes then returns true otherwise it returns false.
4. **public virtual bool ContainsValue(object key);** Determines whether the SortedList contains a specific value, if Yes then returns true otherwise it returns false.
5. **public virtual object GetByIndex(int index);** It returns the value at the specified index of the SortedList.
6. **public virtual object GetKey(int index);**Returns the key at the specified index of the SortedList.
7. **public virtual IList GetKeyList();** Gets the keys in the SortedList.
8. **public virtual IList GetValueList();**Gets the values in the SortedList.
9. **public virtual int IndexOfKey(object key);** Gets the index of the specified key in the SortedList.
10. **public virtual int IndexOfValue(object value);**Gets the index of the first occurrence of the specified value in the SortedList.
11. **public virtual void Remove(object key);** Remove an element with the specific key from the SortedList.
12. **public virtual void RemoveAt(int index);** Removes the element at the specified index of SortedList.

The following is the example:

1. **using** System;
2. **using** System.Collections;
4. **namespace** Collection\_Example
5. {
6. **class** Program
7. {
8. **static** **void** Main(**string**[] args)
9. {
10. SortedList sl = **new** SortedList();
11. //Adding item into HashTable
12. sl.Add(1, "Alwar");
13. sl.Add(12, "Ajmer");
14. sl.Add(8, "Jaipur");
15. sl.Add(4, "Kota");
16. Console.WriteLine("Count : {0}", sl.Count);
17. **if** (sl.ContainsValue("Sikar"))
18. Console.WriteLine("Sikar is already exist in the SortedList");
19. **else**
20. sl.Add(5, "Sikar");
21. Console.WriteLine("Value and key at position 2 is {0} , {1}", sl.GetByIndex(2), sl.GetKey(2));
22. Console.Write("keys are : ");
23. **foreach** (**int** i **in** sl.Keys)
24. Console.Write(i + " ");
25. sl.Remove(3);
26. //Geting the keys and value from SortedList
27. IList keys = sl.GetKeyList();
28. IList values = sl.GetValueList();
29. Console.WriteLine("\nValues are :");
30. **foreach** (**object** obj **in** values)
31. Console.WriteLine(obj);
32. Console.WriteLine("Index of Ajmer is : {0}", sl.IndexOfValue("Ajmer"));
33. // Remove an element at specified index
34. sl.RemoveAt(2);
35. Console.ReadKey();
36. }
37. }
38. }

**Output**  
![see output](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wBDAAYEBQYFBAYGBQYHBwYIChAKCgkJChQODwwQFxQYGBcUFhYaHSUfGhsjHBYWICwgIyYnKSopGR8tMC0oMCUoKSj/2wBDAQcHBwoIChMKChMoGhYaKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCj/wAARCACpAWMDASIAAhEBAxEB/8QAHAABAAMBAQEBAQAAAAAAAAAAAAUHCAYEAwIB/8QAQBAAAQMDAgMECAUEAAQHAQAAAQACAwQFEQYSExQhBxUiMRcjM0FRVZPSMjRhcrEWNUJiNjdjoSVERVNUcYGi/8QAGgEBAQEBAQEBAAAAAAAAAAAAAAQFAQIDBv/EACURAQAABQQDAAIDAAAAAAAAAAABAgMTgRVBUfAFQsExoQQREv/aAAwDAQACEQMRAD8AlEX4mJEMhBwQ0qr9RX2bTtXcbFddS3GK+0VCJjVNiidTS1JDXiBkYi3bSx2OI5zeoJLQOiikkjP+H6Gv/Jlof1/qH5Wmioy63PtItVvmrK+ofHDBwuO0cu+Sn4gyzixty+PI8t4HXA8ylyufaRbe+edqHxdz8Hnvy7uDxccPy/FnI/DnHvwvdiZPqNPiPcrzRUhfa7tKsVPVTXKp2MpHRsqRE+mmdTl4yziNZksDvcXAA5HxC9GrKzXGm6GgqanUVDMKmjjq3MimpS5u9xDQ1ud0gwGnc0FvU4JDcpYmNRp8R7lcsjGyMcyRrXscMOa4ZBHwK/joo3bN0bDsOWZH4TjGR8OhWb/SJqr5s/6Mf2qYqdUaqg0zSXn+qrbJzEpi5GN0ZqosF3ifHs6N8Hnn/JvxSxMajS4ivkRsEpkDG8QgNLsdSPhn4dSv0s2ekTVXzZ/0Y/tViPfqWg0Bfbtd9QzR36hbSyi2siizTxzSBrePlnR7hkhgILQAXfiwFiY1GlxHuVmvjZIWF7GuLDuaSM7T5ZH69Sv0s2ekTVXzZ/0Y/tT0iaq+bP8Aox/aliY1GlxHuWk0WbPSJqr5s/6Mf2p6RNVfNn/Rj+1LExqNPiPctJr8yRslZtlY17cg4cMjIOR/3WbvSJqr5s/6Mf2p6RNVfNn/AEY/tSxMajS4j3LSaLNnpE1V82f9GP7U9Imqvmz/AKMf2pYmNRp8R7lpNFmz0iaq+bP+jH9qekTVXzZ/0Y/tSxMajT4j3LSa8TrTbXzmZ9vo3TF24yGFpcT8c481nn0iaq+bP+jH9qekTVXzZ/0Y/tXbM0N3I+QpR/MI/ppNFmz0iaq+bP8Aox/anpE1V82f9GP7VyxM7qNPiPctFyUUElXHUyNc6WP8GXuLWnr1Dc4z1PXGV6Fmz0iaq+bP+jH9qekTVXzZ/wBGP7UszcmoUobR/TR0EEcHE4TdvEeZHdScuPmV9Vmz0iaq+bP+jH9qekTVXzZ/0Y/tSxMajShtFpGSNkrNsrGvbkHDhkZByP8Auv0s2ekTVXzZ/wBGP7U9Imqvmz/ox/aliY1GlxHuWk0WbPSJqr5s/wCjH9qekTVXzZ/0Y/tSxMajT4j3LSaLNnpE1V82f9GP7U9Imqvmz/ox/aliY1GnxHuWk0WbPSJqr5s/6Mf2p6RNVfNn/Rj+1LExqNPiPctJos2ekTVXzZ/0Y/tT0iaq+bP+jH9qWJjUafEe5aRkY2RjmSNa9jhhzXDII+BX9AAAAAAHQALNvpE1V82f9GP7U9Imqvmz/ox/aliY1GlxHuWk0WbPSJqr5s/6Mf2p6RNVfNn/AEY/tSxMajT4j3LSaLNnpE1V82f9GP7U9Imqvmz/AKMf2pYmNRp8R7lpNFmz0iaq+bP+jH9qJYmNRp8R7lpCf2En7T/Cou+X6qqu+q+96Onk1DyLKK4VlSw8GBz9rWTuhMfqpSwNDSHtbnqG9cK9J/YSftP8Ku+0itpe5NdXdtTA6g1P3b3RI2QONVwdvFw0eJuzBB3AYPTzIC9UN3y8n65+OH1P2jd92+/MZa+Xrr9ynPymo3x+oAxwmbQWZIBO5z+mR+qlNUasuFXZ73W3TStxpINSwUzZ6tz3MhdNE1phfCXR4DCGuJYXOLgRhzcZPs1BoO2Ueibtw6XiXm3UtLVw1dHFKIa2NwbxnxudK8TRtDwXPayMNOPccKP7kuvoC/tld/fed/Lv/L8r7by9n/t5fqqGWj9Sdo3fX9Y/+F8D+oeT/wDMbuX5fH+o3bsfpj9VF6i1ZS32w26mqrOzvSio4KCOt5h21sMReRtiGBvcHAOLi4dOgbnp3Gr9D2elp9dT2q2P4FPBQ1VlkZJI9skJDDUSRnJErAHDc7xBuR5L59pGk9N2awXJ9qtlcG0/KcldchsNTvYC7xvmIn3Aud6mNu0t6+HJQU+pipvnH0zSWbuu1R8vKZeejp8VUuS7wvkz1b4/LH+LfgodXBqDQdso9E3bh0vEvNupaWrhq6OKUQ1sbg3jPjc6V4mjaHgue1kYace44QU+rItWs7+7s+1FBcINRXSlrdsD7m6ukMVLjGGdWOA3F4DhuG5rgOnmZztB0lp+jp9eR221son6fdb3U0sU0rnSCcDe2Te9wI8WRtDT0HU9cymoLHR2bR2vrTYbdihNLbqijq2ukkfcYmFj5ZgS4sc1hfkujaGt3dfcgodey6Wu4WmobBdaGqoZ3N3tjqYXROLckZAcAcZB6/oV41emtrBS1VhpBNRvqNRW7SNHIKKpLoW08LS8SzDBBdIw4HDdtAyT4z4QFForg7SNJ6bs1guT7VbK4Np+U5K65DYanewF3jfMRPuBc71Mbdpb18OSvPDpvS8+nqm+QRQSW2m0y3jvZVOL4rs5+xu6MO3ty7yy3hnz8uqCp0RXBqDQdso9E3bh0vEvNupaWrhq6OKUQ1sbg3jPjc6V4mjaHgue1kYace44QU+itjtNpY6jSen7jbLFao7Y2z0jDXRTPbwZnSSF8MQMu17g4P3Ate8ZcXH3ip0BFdFy0XZBZKitfZuSoZ9MsvEde2WYMhrTtAp2Oe4sLXH/AAduf4zh34cefXmjrDa7BqSajoeWp6Du/um5caQ958VmZernGOTpl3qw3GPhkIKfXo5Kq7v5/lp+R4vA5jhnh8TG7Zu8t2OuPPCsjWumKCg0hLX0mn+QbHyjWVEta4yPc+MucWuy6Gqjd5gxbHNI6sDQcqyw1k/YjBWRWOuppo7m2RzYuZMctOKbJqnRucWdT5yAAYGBgIKvXo5Kq7v5/lp+R4vA5jhnh8TG7Zu8t2OuPPCtDtNpY6jSen7jbLFao7Y2z0jDXRTPbwZnSSF8MQMu17g4P3Ate8ZcXH3jz1lhrJ+xGCsisddTTR3NsjmxcyY5acU2TVOjc4s6nzkAAwMDAQVeiuDXmjrDa7BqSajoeWp6Du/um5caQ958VmZernGOTpl3qw3GPhkL6doOktP0dPryO22tlE/T7re6mlimlc6QTgb2yb3uBHiyNoaeg6nrkKbUhWWS60Vvgr6y2V1PQz7eFUS072RybhubtcRg5AJGPMKPV0a2otUWvR2opLxTT1tyunJy3uufG2KCmawgQxRY2iWTO3e5mWt6DqcuQUuvRyVV3fz/AC0/I8Xgcxwzw+Jjds3eW7HXHnhedWhWWGsn7EYKyKx11NNHc2yObFzJjlpxTZNU6NzizqfOQADAwMBBV6K0Na6YoKDSEtfSaf5BsfKNZUS1rjI9z4y5xa7LoaqN3mDFsc0jqwNBzV6CQrLJdaK3wV9ZbK6noZ9vCqJad7I5Nwy3a4jByASMeYXn5Kq7v57lp+R4vA5jhnh8TGdm7y3Y6488K5O0yG6SWPUl2lqGUT611A2vEZElFdW8NpifRyOYHZaWuLmAnp13HGDB1dhrJ+xGGsisddTTR3NsjmxcyY5acU2TVOjc4s6++QADAwMBBXd0tdwtNQ2C60NVRTubvbHUwuicW5IyA4A4yD1/Qrxq9NbWClqrDSCajfUait2kqSQUVSXQtp4Wl4lmGCC6RhwOG7aBknxnwiL1BoO2Umibtw6XiXm3UtLVw1dHFKIa2NwbxnxudK8TRtDwXPayMNOPccIKfRW5ruyaV05bKNtx09caKvullinhdAZAylrRkub615JBLmh7T1YGtxkvy2o0BFMVOmrtS6ZpNQT0m20VcphhqOIw7nguBG0HcPwO8x7v/pQ6CYr9L3+3UklVcLHdaWljxvmnpJGMbkgDLiMDqQP/ANUOrc7SrUL9Rag1ddbdVWO4NdRmBr6uOppq9r2bcQPaxoJDGteS1z/f0HuqNAREQEREGvJ/YSftP8LP+sdECjZRVmnoap1vfZae7Vb6ueMin4rnAM34YCTgBrQNzjnAPkNAT+wk/af4VL6j1ZcKq2Vlpr9K3Flnt1pgoDS1b3E0VQ3PAqnO4bdjyHYxhoeOhJGAp6G7U8n65+OLuujr9arfNWV9Dw4YOFx2iaN8lPxBlnFja4vjyPLeB1wPMp/R1+/+D/6Z3z7aP8p/7n4v/wCfxfoug1p2kTaot9bHPTV0VRW8DitNzkdSx8MDdwqcANbuc0E7y/HXHXqugvd3rLH2fMkqo+cuVZQsstLdIKKpgiZQfj2udMxrJHOblrdjAQ1pcXk4VDLV/ddHX61W+asr6HhwwcLjtE0b5KfiDLOLG1xfHkeW8DrgeZXPrsNQ6toLrYBQR2PhVA4Ijnmq3T8q2Nm0sgLm8Rsbj12Pke1uTgA9Vx6CYl03c47I67tigmoGcPiyU9VFMYd+dnEaxxdHnBHiA69PPopCs0DqWkpKqqktu+npqWOtlkgnimAgkLgyQbHHc07HHIzgDJwOq6C99p3e1kulsmtk8VLcKWGJ0EdbiClkh2bDTx7MRxktJczJJyMObjrF6v1zLeae0wWptxtcFDbu7HR8+ZGzQ4A6hrGDLgBu8w7a3oNqCLuujr9arfNWV9Dw4YOFx2iaN8lPxBlnFja4vjyPLeB1wPMrn1YGtO0ibVFvrY56auiqK3gcVpucjqWPhgbuFTgBrdzmgneX46469VX6CYqbHwNM0l570tUnMSmLkY6jNVFgu8T48dG+Dzz/AJN+Kh1MVN84+maSzd12qPl5TLz0dPiqlyXeF8merfH5Y/xb8FDoOs1XpalseltO3SnuTLg+6uqiXwsc2JrYnMaA0Pa1xOS7JIHuAHTJi7tqS53S3xUFTLAyhjlM7aelpYqaMyEBu8tja0OdgYyckDOPMqY1Fqi1XTSdpslNaK6m7q43KzSV7Jc8WQPfvaIW7vLAwW49+Vx6CxH9nsVBoC+3a71b479QtpZRbWYzTxzSBrePkdHuGSGAgtABd+LArtd5b+0e4M0jfbNdZ7xcZ7m1rG1Ulzd6hrfc1rmuOHEkPG4bm9OnmuDQWJ2paQt+ka6spKS0X8wMdGyC6VM7eXkc5oeQAIQCcbhgP82k+4hV2uwqNW0EWmbvabLY+7+9+W5smrdNG3gku9U1zdzdzup3PfgZH6jj0F0dqljbPYKysrK2eTuWKigt1c6Gnip7lHMzLmQCONnhZ1cAHyAAO8skql1YGp+0bvu335jLXy9dfuU5+U1G+P1AGOEzaCzJAJ3Of0yP1VfoOs1XpalseltO3SnuTLg+6uqiXwsc2JrYnMaA0Pa1xOS7JIHuAHTJlLvpfTZ0re7pY6+uljtktLBDWVGGxXGSRvrWRxljXMcz8WNzztHwOVH6i1RarppO02SmtFdTd1cblZpK9kueLIHv3tELd3lgYLce/K9Gq9YWa92k0dPp2ej4ETIbe3vEvhoWhwLyyMRt3Ok67nPLnE4OeiDh0REBERAREQEREBERAREQEREBERB6Kytqq3gc5Uz1HAibBFxZC/hxt8mNz5NGTgDovOiICIiAiIgIiINeT+wk/af4Vd9pFbS9ya6u7amB1Bqfu3uiRsgcarg7eLho8TdmCDuAwenmQFYk/sJP2n+FRerezyls1kuxpa6eW72Dlu9myMAgk5jBZy5Hi8OQDvAz5jGNpnobtTyfrn4mNQaDtlHom7cOl4l5t1LS1cNXRxSiGtjcG8Z8bnSvE0bQ8Fz2sjDTj3HCj+5Lr6Av7ZXf33nfy7/y/K+28vZ/7eX6rn6yw2p/ZjBqOjbXRVwubbdKyWdkkb/U8Rz2gMaW5OMAk4HvKj59HX6C7XW2S0O2utdK6sq4+NGeFCGtcXZ3YPR7TgEnr5KhlrE1foez0tPrqe1Wx/Ap4KGqssjJJHtkhIYaiSM5IlYA4bneINyPJfPtI0npuzWC5PtVsrg2n5TkrrkNhqd7AXeN8xE+4FzvUxt2lvXw5KreXTdzjsjru2KCagZw+LJT1UUxh352cRrHF0ecEeIDr08+ikKzQOpaSkqqqS276empY62WSCeKYCCQuDJBscdzTsccjOAMnA6oOo1rpigoNIS19Jp/kGx8o1lRLWuMj3PjLnFrsuhqo3eYMWxzSOrA0HNXoiC4NQaDtlHom7cOl4l5t1LS1cNXRxSiGtjcG8Z8bnSvE0bQ8Fz2sjDTj3HC+eu7JpXTlso23HT1xoq+6WWKohdAZAylrRkub615JBLmh7T1YGtxkvy2o0QXB2kaT03ZrBcn2q2VwbT8pyV1yGw1O9gLvG+YifcC53qY27S3r4clU+iIOwuf/LO0/wDC35p35f8AunnL7b/p/D9OGuPREBERAREQEREBERAREQEREBERAREQEREBERAREQEREBERAREQEREBERBryf2En7T/AAqf1nrLUt4Zq221+nbxTsucFNVMpZ3yuFvhgcN8gYWDwOLersNAPnlXBP7CT9p/hcPqqCVmi5rdRxPptRRaRt8k4kaWycpG9/MRtPhMZBxvBJ3jw7cjKnobtTyfrn4qv+qLV/QH9M90V35rn+Z59n5jhcPO3g+z9+3Of9lMXXtSnr7fcm93cO5V9CykmrOODl7gxlRJs2Y9ayGFu0Y2bMt6k5mNeaOsNrsGpJqOh5anoO7+6blxpD3nxWZl6ucY5OmXerDcY+GQvP2m0sdRpPT9xtlitUdsbZ6Rhropnt4MzpJC+GIGXa9wcH7gWveMuLj7xQy0fe+07vayXS2TWyeKluFLDE6COtxBSyQ7Nhp49mI4yWkuZkk5GHNx1i9X65lvNPaYLU242uCht3djo+fMjZocAdQ1jBlwA3eYdtb0G1dZqDQdso9E3bh0vEvNupaWrhq6OKUQ1sbg3jPjc6V4mjaHgue1kYace44VPoCIiAiIgIiICIiAiIgIiICIiAiIgIiICIiAiIgIiICIiAiIgIiICIiAiIgIiICIiAiIg15P7CT9p/hUPrvSNh07R1kcVVcRVxtpn0FXI3fTXZr2NMpiLWAMDN7Tkvf06eZyr4n9hJ+0/wAKi7lfqq/aQvLLNo6eGhqpYZ6qWnYZKKjkhjG98DGxgQucMFxLnHacHzyp6G7U8n65+OfrNNtpNAQXuWKd1RNXNgbNFVU8tOIzFvDHNa4yNlyMkEAAeeCpTWOiBRsoqzT0NU63vstPdqt9XPGRT8VzgGb8MBJwA1oG5xzgHyHj/qi1f0B/TPdFd+a5/mefZ+Y4XDzt4Ps/ftzn/ZTl611LdNOcCbT1U/TMdujtNOJ5y9kNXECY5xIIwBIGE5Y3buHn06KhluLl03c47I67tigmoGcPiyU9VFMYd+dnEaxxdHnBHiA69PPopCs0DqWkpKqqktu+npqWOtlkgnimAgkLgyQbHHc07HHIzgDJwOq6C99p3e1kulsmtk8VLcKWGJ0EdbiClkh2bDTx7MRxktJczJJyMObjrF6v1zLeae0wWptxtcFDbu7HR8+ZGzQ4A6hrGDLgBu8w7a3oNqDi0REBERAREQEREBERAREQEREBERAREQEREBERAREQEREBERAREQEREBERAREQEREBERBryf2En7T/AAqjrdOf0foPtBo31XM0NV3XyFcY+HHW5dxDwjkh+ATnaT0BKtyf2En7T/CovVvZ5S2ayXY0tdPLd7By3ezZGAQScxgs5cjxeHIB3gZ8xjG0z0N2p5P1z8TGoNB2yj0TduHS8S826lpauGro4pRDWxuDeM+NzpXiaNoeC57WRhpx7jhR9ZYayfsRgrIrHXU00dzbI5sXMmOWnFNk1To3OLOp85AAMDAwFy9s022fRF6vk8U8jqbgcB9PVU5ZFulLHceMu4rc/wCOG9fPy6r6XXs81Pa6ermrLcwCka587I6uGWSNrQwuJYx5dgCSMk46BwJwDlUMt3ly0XZBZKitfZuSoZ9MsvEde2WYMhrTtAp2Oe4sLXH/AAduf4zh34cfPV+h7PS0+up7VbH8CngoaqyyMkke2SEhhqJIzkiVgDhud4g3I8lyetqLWNZb4azUlNBwbbFFAWwx0zJKSOQZjZLHFh8bcfhDwACcDBPWPrNA6lpKSqqpLbvp6aljrZZIJ4pgIJC4MkGxx3NOxxyM4AycDqg7TXdk0rpy2Ubbjp640VfdLLFUQugMgZS1oyXN9a8kglzQ9p6sDW4yX5bUaIgIiICIiAiIgIiICIiAiIgIiICIiAiIgIiICIiAiIgIiICIiAiIgIiICIiAiIgIiINeT+wk/af4VN621xf7pZNRSXOw3WltF/5Pk3VEkhgpuHh/qy5ga7ibd3THx6q5J/YSftP8Ki9cUVVD2Rdnck1NPHG3ntznRkAcSUPZk/7NBcPiBkdFPQ3ank/XPwq7jpez6O1ZbrBcp6uO9cjysE0buPBwzvk4x2NZ0OQNhd7vdkqQr+0K63R2pb2zTc/dFdS1FE6VjnuZTSTRU0RLpdm044EZDcNPj8/JeztB0lp+jp9eR221son6fdb3U0sU0rnSCcDe2Te9wI8WRtDT0HU9cymoLHR2bR2vrTYbdihNLbqijq2ukkfcYmFj5ZgS4sc1hfkujaGt3dfcqGW4fWnaRNqi31sc9NXRVFbwOK03OR1LHwwN3CpwA1u5zQTvL8dcdeq8er9cy3mntMFqbcbXBQ27ux0fPmRs0OAOoaxgy4AbvMO2t6Daus7SNJ6bs1guT7VbK4Np+U5K65DYanewF3jfMRPuBc71Mbdpb18OSvPe9J2ml0zXXCntGNRtoYpaqx8y891scXbqrG7e7oI3cNxPD4mX5GAAqdEVwa80dYbXYNSTUdDy1PQd3903LjSHvPiszL1c4xydMu9WG4x8MhBVctruEVshuUtDVMt8ztkdU6Fwie7r0a/GCfC7oD7j8F41bnbVJLb7ZpmjiprxQMqLLSRSMlqCInNi3ngyM2N3yMLmkkkYz+AZyqjQeiaiqoKSmqp6aeOlqd3AmfGQyXacO2uPR2D0OPJIaKqnpKmqgpp5KWm28eZkZLItxw3c4dG5PQZ81oDtRZSusnaPRxzTyx23url6OSENgoM7Wjl/Ecbmkg4azGcdQVX9otzoOzHXEFwts9vuVu5HfmSoifLxJiRxoi/Y7DcbfAMZz59UFbor41RozSbK3VVrobZBS1FsoaqrjfFVTOmZwoaSSMuD3ubtc6aZp8PUN6EEEqH7SNJ6bs1guT7VbK4Np+U5K65DYanewF3jfMRPuBc71Mbdpb18OSgp9Fbmu7JpXTlso23HT1xoq+6WWKohdAZAylrRkub615JBLmh7T1YGtxkvy2o0Ho5Kq7v5/lp+R4vA5jhnh8TG7Zu8t2OuPPC86tCssNZP2IwVkVjrqaaO5tkc2LmTHLTimyap0bnFnU+cgAGBgYCa10xQUGkJa+k0/wAg2PlGsqJa1xke58Zc4tdl0NVG7zBi2OaR1YGg5Cr0Rdhc/wDlnaf+FvzTvy/9085fbf8AT+H6cNBx69ENFVT0lTVQU08lLTbePMyMlkW44bucOjcnoM+a86viCotV17HdY0umaa6w2SkipuGyS3s3uma8PkkfI2Q8RxwwvPhEbA3DSBghQ6IiAiIgIiICIiAiIgIiICIiAiIgIiICIiAiIgIiINeT+wk/af4WQ1ryf2En7T/CyGp6G7U8n65+CIioZYiIgIiICIiAuguusb9dbfNR19dxIZ+Fx3CGNklRwxhnFka0PkwPLeT1wfMLn0QEREBERAREQEREBERAREQEREBERAREQEREBERAREQEREBERAREQEREBERBryf2En7T/CyGteT+wk/af4WQ1PQ3ank/XPwREVDLEREBERAREQEREBERAREQEREBERAREQEREBERAREQEREBERAREQEREBERAREQEREBERAREQa8n9hJ+0/wshrXk/sJP2n+FkNT0N2p5P1z8ERFQyxERAREQEREBERAREQEREBERAREQEREBERAREQEREBERAREQEREBERAREQEREBERAREQEREH//Z)  
  
**Stack**  
A Stack is a Last In First Out (LIFO) collection of objects. A Stack is used when you need last-in, first-out access to the objects. That means accessing the last inserting item. A Stack basically consists of two operations, Push and Pop. When you insert an element into the stack, it is called pushing the item and when you extract the item from the stack, it is called popping the item. Both Push and Pop are done at the top of the stack. To use the Stack data type in C# first you need to use the System.Collections namespace.  
  
The following are the properties of Stack:

1. **Count:**Returns the number of elements in the stack.

The following are the methods of stack:

1. **public virtual void Push(object obj);**Simply inserts an object at the top of the stack.
2. **public virtual object Pop(object obj);** Simply removes and returns the object from the top of the stack.
3. **public virtual void Clear();**Clears the stack. Removes all the elements from the stack.
4. **public virtual object Peek();**Returns the objects from the top of the stack (without removing).
5. **public virtual object[] ToArray();**Copies the stack into an object array.
6. **public virtual bool Contains(object obj);**Checks whether an element exists in the stack. Returns True when an item exists in the stack otherwise it returns False.

The following is the example:

1. **using** System;
2. **using** System.Collections;
4. **namespace** Test\_Cdac
5. {
6. **class** Program
7. {
8. **static** **void** Main(**string**[] args)
9. {
10. // Declaring a stack
11. Stack st = **new** Stack();
12. // Inserting an element at the top of stack i.e. Push operation
13. st.Push("Pankaj");
14. st.Push(1);
15. st.Push(10.5);
16. st.Push(**true**);
17. st.Push('A');
18. //Get the number of elements contained in the stack
19. Console.WriteLine("Count : {0}", st.Count);
20. Console.WriteLine();
21. //Printing all the element of stack
22. Console.WriteLine("Element in stack : ");
23. **foreach** (**object** obj **in** st)
24. Console.WriteLine(obj);
25. Console.WriteLine();
26. //Returns the topmost element of the stack without removing
27. Console.WriteLine("Top most element of stack : {0}", st.Peek());
28. Console.WriteLine();
29. //Removes and Returns the topmost element of the stack i.e. Pop operation
30. **object** TopElement = st.Pop();
31. Console.WriteLine("Removing Top element of Stack = {0}\nNow Top element of stack = {1}\n", TopElement, st.Peek());
32. //Determines whether an element present or not in the stack
33. **if** (st.Contains("Pankaj"))
34. Console.WriteLine("Pankaj Found");
35. **else**
36. Console.WriteLine("Pankaj Not found");
37. //Copies the stack to a new Array(object)
38. Object[] ob=st.ToArray();
39. Console.WriteLine();
40. **foreach** (**object** obj **in** ob)
41. Console.WriteLine(obj);
42. //Removes all the element from stack
43. st.Clear();
44. Console.WriteLine();
45. Console.WriteLine("Count : {0}", st.Count);
46. Console.ReadKey();
47. }
48. }
49. }

**Output:**  
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**Queue**  
  
A Queue is a First-In-First-Out (FIFO) collection of objects. Queue is used when you need first-in, first-out access to objects. That means accessing the first inserting item. A Queue basically consists of two operations Enqueue and Dequeue. When you insert an element into a Queue, it is called Enqueue and when you extract an item from the Queue, it is called Dequeue. The Enqueue operation is done at the end of the queue and the Dequeue operation is done at end of the queue. To use the Queue data type in C# you need to use the System.Collections namespace.  
  
The following is the property of Queue:

1. **Count:** Returns the number of elements in the Queue.

The following are the methods of Queue:

1. **public virtual void Enqueue(object obj);**Simply inserts an object at the end of the queue.
2. **public virtual object Dequeue(object obj);** Simply removes and returns the object from the front of the queue.
3. **public virtual void Clear();** Clears the queue. This method removes all the elements from the queue.
4. **public virtual object Peek();**This method returns the object from the front of the queue (without removing).
5. **public virtual object[] ToArray();**Copies the queue into an object array.
6. **public virtual bool Contains(object obj);** Checks whether an element exists in the queue. Returns True when the item exists in the queue otherwise it returns False.
7. **public virtual void TrimToSize();**Sets the capacity to the actual number of elements present in the Queue. Basically the capacity is not increased one by one. Capacity is just doubled each time whenever the size reaches the threshold. So the TrimToSize() method sets the capacity to the exact the size of the queue.

The following is the example:

1. **using** System;
2. **using** System.Collections;
4. **namespace** Teq\_Cdac
5. {
6. **class** Program
7. {
8. **static** **void** Main(**string**[] args)
9. {
10. // Declaring a Queue
11. Queue q = **new** Queue();
12. // Adds an element at the end of Queue i.e. Enqueue operation
13. q.Enqueue("Pankaj");
14. q.Enqueue(1);
15. q.Enqueue(10.5);
16. q.Enqueue(**true**);
17. q.Enqueue('A');
18. //Get the number of elements present in the Queue
19. Console.WriteLine("Count : {0}", q.Count);
20. Console.WriteLine();
21. //Printing all the element of Queue
22. Console.WriteLine("Element in Queue : ");
23. **foreach** (**object** obj **in** q)
24. Console.WriteLine(obj);
25. Console.WriteLine();
26. //Returns the end of the Queue without removing
27. Console.WriteLine("End element of Queue : {0}", q.Peek());
28. Console.WriteLine();
29. //Removes and Returns the end element of the Queue i.e. Dequeue operation
30. **object** TopElement = q.Dequeue();
31. Console.WriteLine("Removing End element of Queue = {0}\nNow End element of Queue = {1}\n", TopElement, q.Peek());
32. //Determines whether an element present or not in the Queue
33. **if** (q.Contains("Pankaj"))
34. Console.WriteLine("Pankaj Found");
35. **else**
36. Console.WriteLine("Pankaj Not found");
37. //Copies the qack to a new Array(object)
38. Object[] ob=q.ToArray();
39. Console.WriteLine();
40. **foreach** (**object** obj **in** ob)
41. Console.WriteLine(obj);
42. //Trim the Queue
43. q.TrimToSize();
44. //Removes all the element from Queue
45. q.Clear();
46. Console.WriteLine();
47. Console.WriteLine("Count : {0}", q.Count);
48. Console.ReadKey();
49. }
50. }
51. }

**Output**  
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1. **The basic difference between generic and non-generic collections:**

**Non-Generic collections** - These are the collections that can hold elements of different data types. It holds all elements as object type.  
So it includes overhead of type conversions.  
  
**Generic collections -** These are the collections that can hold data of same type and we can decide what type of data that collections can hold.  
Some advantages of generic collections - Type Safe, Secure, reduced overhead of type conversions.

# Difference Between IEnumerable, ICollection and IList Interface

IEnumerable, ICollection and IList are interfaces in the .Net Framework used the most often. IEnumerable is the base of the ICollection and IList interfaces (and many other). All these interfaces provide various functionalities and are useful in various cases.  
  
**IEnumerable Interface**  
  
IEnumerable interface is used when we want to iterate among our classes using a foreach loop. The IEnumerable interface has one method, GetEnumerator, that returns an IEnumerator interface that helps us to iterate among the class using the foreach loop. The IEnumerator interface implements two the methods MoveNext() and Reset() and it also has one property called Current that returns the current element in the list.  
  
I have created a class StoreData for holding an integer type of data and this class implements the IEnumerable interface. Internally I have used a linked list for holding the data.

1. **class** StoreData : IEnumerable
2. {
3. LinkedList<**int**> items = **new** LinkedList<**int**>();
4. **public** **void** Add(**int** i)
5. {
6. items.AddLast(i);
7. }
8. **public** IEnumerator GetEnumerator()
9. {
10. **foreach** (var item **in** items)
11. {
12. yield **return** item;
13. }
14. }
15. }

In the preceding code I have created a custom storage list in which I can store integers (practically we can store any type of data depending on our requirements). We can use the preceding list as:

1. **static** **void** Main(**string**[] args)
2. {
3. StoreData list = **new** StoreData();
4. list.Add(1);
5. list.Add(2);
6. list.Add(3);
7. list.Add(4);
9. **foreach** (var item **in** list)
10. {
11. Console.WriteLine(item);
12. }
14. Console.ReadLine();
15. }

The preceding code will display all the values using a foreach loop. Instead of a foreach loop we can also use the following code:

1. IEnumerator enumerator = list.GetEnumerator();
3. **while** (enumerator.MoveNext())
4. {
5. Console.WriteLine(enumerator.Current);
6. }

Behind the scenes the foreach loop works as in the preceding code. The GetEnumerator() method is available with a list object since it implements the IEnumerable interface. Then by using the MoveNext() method and the Current property of the StoreData class we can display the data.   
  
**Note:** Every collection inside the .Net Framework implements the IEnumerable interface.  
  
**Key points of IEnumerable Interface**  
1. It provides read-only access to collections. We cannot change any item inside an IEnumerable List. It provides a sort of encapsulation in cases where we don't want our list to be changed.  
  
2. If we are dealing with some SQL queries dynamically then it also provides lazy evaluation. That means the queries will not be executed until we explicitly need them.  
  
**ICollection Interface**  
  
The ICollection interface is inherited from the IEnumerable interface which means that any class that implements the ICollection interface can also be enumerated using a foreach loop. In the IEnumerable interface we don't know how many elements there are in the collection whereas the ICollection interface gives us this extra property for getting the count of items in the collection. The ICollection interface contains the following:

* Count Property
* IsSynchronized Property
* SyncRoot Property
* CopyTo Method

The Count property is used for maintaining the count of elements in the list whereas the IsSysnchronized and SyncRoot properties help to make the collection thread-safe. The CopyTo method copies the entire collection into an array.   
  
The generic version of this interface provides Add and Remove methods also.   
  
**IList Interface**  
  
The IList interface implements both ICollection and IEnumerable interfaces. This interface allows us to add items to and remove items from the collection. It also provides support for accessing the items from the index. This interface has more power than the preceding two interfaces.  
  
The IList interface contains the following:

1. IsFixedSize Property
2. IsReadOnly Property
3. Indexer
4. Add Method
5. Clear Method
6. Contains Method
7. Indexof Method
8. Insert Method
9. Remove Method
10. RemoveAt Method

The IList interface has one indexer by which we can access any element by its position and can insert an element and remove an element at any position.

# Difference between IEnumerable and IQueryable

**IEnumerable**

1. IEnumerable exists in the System.Collections namespace.
2. IEnumerable is suitable for querying data from in-memory collections like List, Array and so on.
3. While querying data from the database, IEnumerable executes "select query" on the server-side, loads data in-memory on the client-side and then filters the data.
4. IEnumerable is beneficial for LINQ to Object and LINQ to XML queries.

**IQueryable**

1. IQueryable exists in the System.Linq Namespace.
2. IQueryable is suitable for querying data from out-memory (like remote database, service) collections.
3. While querying data from a database, IQueryable executes a "select query" on server-side with all filters.
4. IQueryable is beneficial for LINQ to SQL queries.

# Difference between Parse and ConvertTo and TryParse

* If you've got a string, and you expect it to always be an integer (say, if some web service is handing you an integer in string format), you'd use [**Int32.Parse()**](http://msdn.microsoft.com/en-us/library/system.int32.parse.aspx).
* If you're collecting input from a user, you'd generally use [**Int32.TryParse()**](http://msdn.microsoft.com/en-us/library/system.int32.tryparse.aspx), since it allows you more fine-grained control over the situation when the user enters in invalid input.
* [**Convert.ToInt32()**](http://msdn.microsoft.com/en-us/library/System.Convert.ToInt32.aspx) takes an object as its argument, and I believe it invokes Int32.TryParse() when it finds that the object taken as the argument is a string.
* Convert.ToInt32() also does not throw ArgumentNullException when it's argument is null the way Int32.Parse() does. That also means that Convert.ToInt32() is probably a wee bit slower than Int32.Parse(), though in practice, unless you're doing a very large number of iterations in a loop, you'll never notice it.

# What is Http Handler and HTTP Modules?

**HTTP Handler**

HTTP Handler is the process which runs in response to a HTTP request. So whenever user requests a file it is processed by the handler based on the extension. So, custom http handlers are created when you need to special handling based on the file name extension. Let's consider an example to create RSS for a site. So, create a handler that generates RSS-formatted XML. Now bind the .rss extension to the custom handler.

**HTTP Modules**

HTTP Modules are plugged into the life cycle of a request. So when a request is processed it is passed through all the modules in the pipeline of the request. So generally http modules are used for:

***Security***: For authenticating a request before the request is handled.

***Statistics and Logging*:** Since modules are called for every request they can be used for gathering statistics and for logging information.

***Custom header*:**  Since response can be modified, one can add custom header information to the response.